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Abstract

Modern payments systems are critical infrastructure for the US and global economy, and they all utilize
computing systems to facilitate transactions. These computing systems can be vulnerable to failures and
an outage of a payment system could cause a serious ripple effect throughout the economy it supports.

Commonly used designs in existing distributed computer systems often lack a built-in defense against
certain types of failures (e.g., malicious attacks and silent data corruption) and rely on preventing these
failures from happening in the first place via techniques external to the system itself. These computer
system failures can cause downtime in the systems (e.g., modern payments systems) that rely on them.
Byzantine Fault Tolerant (BFT) systems have the potential of improved resiliency and security. BFT
systems can tolerate a larger range of failure modes than contemporary designs but suffer from
performance challenges. Our work sought to design and evaluate a scalable BFT architecture and
compare its properties to other database architectures used in payments infrastructure. This analysis is
intended to better understand technical tradeoffs and is agnostic to broader policy or operational
considerations.

In this paper, we present Heraclius, a parallelizable leader-based, BFT key-value store that could be
extended for use in payment systems. Heraclius executes transactions in parallel to achieve high
transaction volumes. We analyze the scalability of the protocol, bottlenecks and potential solutions to
the bottlenecks. We ran the prototype implementation with up to 256 nodes and achieved a
transactional volume of 110 thousand operations per second with a transaction latency 0.2 seconds.

Introduction

Payment systems are expected to provide speed, be inexpensive, provide high levels of availability and
correctness of computation, and operate in an adversarial environment. Downtime in such a system
would render it unable to settle payments, and the economy could experience significant disruption.
Many payment systems leverage distributed computing to provide Crash Fault Tolerance (CFT), which is
relatively good at delivering speed and low cost but must rely on walled gardens and other protections
in order to provide high availability while operating in an adversarial environment. In contrast, Byzantine
Fault Tolerance (BFT) techniques could potentially be used to develop systems with high availability and
guarantee correctness in the presence of malicious parties and silent data corruption.’ However, BFT
systems typically offer worse performance than contemporary CFT designs and may have novel security
or operational drawbacks. In this paper we present Heraclius, a novel BFT system that leverages
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parallelism to achieve greater performance while tolerating byzantine faults. Such a system could have
interesting applications in the payments system landscape.

Fault Tolerance and Electronic Payments

Electronic payment systems, like FedNow, the Automated Clearing House (ACH), Venmo, and Visa,
fundamentally execute transfers of a given amount of funds from the payer’s account balance to the
payee’s. These traditional electronic payment systems often rely on a database management system
(DBMS) as a ledger to record transactions and user balances. The DBMS often runs as a distinct
application from the payment system.

A fault is an abnormal condition or defect at the component, equipment, or sub-system level which may
lead to a failure, and electronic payments systems suffer from hardware failures and their software may
contain bugs.” Many of these faults are expected to occur with some regularity due to inherent
limitations of hardware reliability, software correctness, and external events like natural disasters.
Broadly speaking, failures in hardware or software components can result in two classes of faults: crash
faults and byzantine faults. A crash fault is a type of failure where the component simply stops
processing and no longer responds to requests (e.g., due to power loss). For a byzantine fault, the
component could exhibit a crash fault, but also process data incorrectly or respond selectively to
requests. Any behavior that is not correct for the component in question is considered byzantine.
Byzantine faults can be caused by a larger number of underlying failures than crash faults, from software
bugs to cosmic rays or malicious attacks. A system that is tolerant to crash faults is called crash-fault
tolerant (CFT), and a system tolerant to byzantine faults is called byzantine-fault tolerant (BFT).

A byzantine fault in a CFT system can cause violations of the data integrity, cause downtime, and might
be difficult to detect. In CFT systems, the risks associated with byzantine faults are usually mitigated
outside the system, usually through careful code review, backups, intrusion detection, and physical
security. These mitigation strategies can be heavily affected by human factors and can be costly to
implement. An alternative BFT design could mitigate many of these risks automatically and predictably
in software, allowing the system operator to reduce costs associated with existing mitigation strategies,
or simply to provide additional assurance through defense-in-depth. In a world where electronic
payment systems are critical national infrastructure and faults cannot be tolerated, BFT could be a
desirable property. However, BFT systems typically have throughput scalability limitations which might
make them inappropriate for systems that require high throughput capacity.

Consensus Algorithms

The DBMS used to implement contemporary payment systems are often architected as distributed
systems. This includes most, if not all, traditional electronic payment rails. As a simple example, a
payment rail having a back-up location for disaster recovery purposes would be considered a distributed
system.

Distributed systems leverage consensus algorithms to provide fault tolerance, high availability and
scalability. In distributed consensus, multiple instances of the service run on distinct servers (called
“nodes”) and communicate over a network. Each node performs the same operations in lockstep and
votes to agree on the result (often called “state”). A group of nodes working together to perform
distributed consensus for a particular application is called a “cluster.” Distributed consensus provides
fault tolerance by assuming that faults are uncorrelated, so that a fault in one node will happen
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independently of the others. Consensus protocols rely on nodes performing redundant work to tolerate
faults. Individual nodes perform the work, share their results, and vote for an outcome. Other nodes can
require cryptographic attestation of voting decisions.

If a certain threshold of the total number of nodes, called a “quorum,” continues to process operations
and vote on the same result, the overall cluster tolerates faulty nodes by detecting invalid work and
ignoring their votes. When a quorum of nodes in a cluster successfully votes on a new proposed state, a
“decision” is made. Depending on the specific distributed consensus algorithm, the cluster can tolerate
different classes of faults, crash or byzantine.

Since a quorum of nodes are required to vote on a decision, the throughput (i.e., number of transactions
per second) of a cluster is limited by the slowest nodes. This makes systems based on a single cluster
difficult to scale (i.e., increasing nodes increases throughput). Instead, scalable systems use additional
techniques, in particular partitioning, where multiple distinct clusters work in parallel to divide up the
work. This allows the overall system to scale by adding more clusters while the throughput of the
individual clusters remains constant.

Prior Work

The following section identifies prior work in the areas of DBMS and BFT technology. These are
presented for their technological contributions to the field.

Project Hamilton and PArSEC

Project Hamilton'" and PArSEC" are specialized systems that leverage distributed consensus through the
Raft¥ consensus algorithm and partitioning to implement a scalable electronic payment system that is
crash fault tolerant. Project Hamilton demonstrated transaction throughput scaling to at least 1.8
million transactions per second with latency under 5 seconds, while PArSEC demonstrated throughput
of 118 thousand transactions per second with linear scalability and similar latency. Both systems
execute payments in parallel, resulting in increased throughput. They also demonstrate crash fault
tolerance. However, neither system tolerates byzantine faults.

Project Hamilton can be augmented to provide detection of byzantine faults. This augmented system
can detect that a byzantine fault has occurred and prevent further processing of transactions until the
fault can be identified and resolved." Even though the system can prevent a byzantine fault from
corrupting data, the system cannot safely remain available in the presence of byzantine faults. Hence a
byzantine fault can affect the availability of the system.

Hotstuff and BFT-SMaRt

Hotstuff'" and BFT-SMaRt"" are leader-based BFT consensus algorithms for the permissioned setting,
where the set of nodes is tightly controlled by the system operator. Relative to earlier BFT algorithms™,
Hotstuff and BFT-SMaRt can support a much larger number of nodes participating in consensus without
a degradation in throughput. While these BFT consensus algorithms provide high resiliency and better
security, throughput, and latency, they are still single-cluster algorithms. As a result, they do not provide
throughput scalability without additions to support adding more clusters working in parallel.
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Bitcoin

The largest and longest running electronic payment system that tolerates byzantine faults today is
Bitcoin. Bitcoin provides a very high degree of resiliency and security through its consensus mechanism.
However, this comes at the expense of two challenges.

First, Bitcoin requires a large amount of energy consumption and compute power due to its
permissionless proof-of-work consensus algorithm (Bitcoin nodes can join and leave at will and can be
operated by anyone). This is not an essential component for a centralized payment system which
operates in a permissioned setting, and a central bank could leverage other BFT algorithms which avoid
the large costs.

Second, Bitcoin is a single cluster system that does not support parallelization or partitioning. Both
factors cause Bitcoin to have high latency and low throughput. Today, Bitcoin can only accommodate
approximately 7 transactions per second with latency ranging from 10 minutes to one hour, depending
on the probability threshold the payee requires to consider a decision containing a payment final.*

Our Contributions

Our current work is an attempt to build a database suitable for an electronic payment system that is
both BFT and horizontally scalable. We present Heraclius® a scalable, distributed key-value store DBMS
that leverages consensus protocols with cryptographic proofs to provide byzantine fault tolerance. Our
novel inter-BFT cluster communication protocol allows composing multiple BFT clusters into a two
layered network architecture to coordinate client requests and operate on data separately. The protocol
retains byzantine fault tolerance for the overall system by proving authenticity and integrity of cross-
cluster requests and responses. This unlocks the ability to partition data and process requests in parallel
which increases the throughput by increasing the number of clusters working together.

We implemented and deployed a prototype version of the system in the cloud and quantitatively
evaluated its scalability, throughput, and latency through benchmarking. We show that while we can
build a secure protocol, retaining BFT for the overall system, the protocol design limits the scalability of
the system compared to our prior work and has additional cost and complexity.

The remainder of this paper first describes our architecture, protocol design and security argument.
Second, we describe our implementation and benchmarking setup. Third, we present our scalability
benchmarking results. Finally, we compare our quantitative results to existing systems, provide a
qualitative analysis of the tradeoffs associated with our design, and offer ideas for future work.

System Overview

Heraclius is a single key operation key-value database together with a distributed consensus algorithm.
A key-value store is a type of database that stores data in simple pairs: a unique key and its
corresponding value. The system consists of two distinct subsystems, the shard subsystem and
coordinator subsystem. Each subsystem is a network of clusters. Each cluster contains multiple replicas
of the service run on distinct servers (called “nodes”) and communicate over a network. A node (or
replica) considered faulty if it deviates from the protocol specification.

The diagram below is a schematic representation of Heraclius with the shard subsystem, and the
coordinator subsystem.
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BFT round: Each cluster has a designated leader which interacts with clients. The leader combines
multiple requests from external clients or clusters and puts them into a proposal for voting. All nodes in
the cluster process the requests, generate any responses and append them to the proposal, and vote
whether to accept or reject the proposal. The leader aggregates the votes into a Quorum Certificate
(QC) containing cryptographic signatures from each of the nodes providing a vote. A quorum certificate
requires a super majority of the total nodes in the cluster agree on the same the proposal, after which
the proposal becomes a decision and is final. Once the quorum decides, the leader dispatches requests
with cryptographic attestations to decision queues of counterpart clusters. Counterpart clusters validate
the decisions before extracting and processing any requests or responses from a remote cluster. The
clusters structure the proposal so that a counterpart cluster can extract a batch containing only the
requests and responses relevant to them from the overall proposal. At the end of each BFT round, the
nodes extract the cluster-specific batches from the overall decision into “compact decisions”. The votes
in a QC sign a cryptographic proof that the compact decisions are subset of the original decision the
cluster agreed upon and that the leader did not alter the requests or responses after the cluster voted
on them. This validation is necessary to achieve BFT for the overall system where multiple distinct
clusters are working in parallel. To tolerate f faults per cluster, we need to have 3f + 1 nodes in each
cluster and to decide, a quorum of 2f + 1 non-faulty nodes is necessary (for further information, refer
to The Byzantine General’s Problem by Lamport et al. ).

Coordinator clusters are responsible for handling external requests and distributing the requests
amongst the shards. A coordinator cluster batches multiple requests from clients destined for different
shard clusters into a proposal. Coordinators subscribe to compact decisions from shards, and forward
shard responses back to external clients.

Shard clusters contain a partition of data are responsible for handling data operations. The shard
clusters replicate compact decisions from coordinator clusters’ decision queues, extract requests and
generate responses. Clients validate coordinator QCs, coordinators validate shard QCs, and shards
validate coordinator QCs.
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The slowest nodes of a group limit the throughput of a cluster because a quorum of nodes is required to
vote on a decision. This makes systems based on a single cluster difficult to scale. Instead, in Heraclius,
multiple coordinator and shard clusters work in parallel to divide up the work. This allows the overall
system to scale by adding more clusters while the throughput of the individual clusters remains
constant.

As an example, consider the case where a client requests a value corresponding to a key: GET (Key). This
operation is analogous to querying an account balance. The client sends the request to a coordinator
cluster, this choice of cluster could be arbitrary. The designated leader of the cluster receives this
request. The leader creates a proposal with the GET(Key) request from the client, a corresponding
GET(Key) request for the appropriate shard and sends it to other nodes for voting. Each node in the
coordinator cluster re-generates the proposal and checks to make sure it matches the leader’s proposal.
If a supermajority of the nodes agrees on the proposal, then the leader publishes the decision to the
decision queue. If a supermajority of nodes cannot agree on a proposal, a new leader is selected until
agreement can be reached. This prevents faulty nodes from causing a fault in the overall cluster because
a supermajority is required to decide and process any requests or responses.

The corresponding shard leader replicates compact decisions from the coordinator decision queue,
validates the compact decision, extracts the GET(Key) request, looks up the value locally and appends a
response to the coordinator with the value to the proposal. Each regenerates the proposal and
compares it to the version proposed by the leader. When a supermajority of nodes agrees on the
proposal, the leader publishes the decision to its decision queue.

The corresponding coordinator cluster leader reads the compact decision from the shard decision queue
and the cluster nodes performs another BFT round. This is necessary to verify the shard’s decision,
extract the response from the shard, and append a response for the client to the proposal. Once a
supermajority of nodes agrees on the proposal, the leader publishes the decision, and the client can
validate the compact decision and extract the response.

The following figure depicts the timing sequence of the three BFT rounds that are required to complete
the transaction.
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Full Get Sequence Diagram
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Sequence Diagram of One Transaction

Cryptographic Proofs

Since the leader node manages the communication between cluster, the leaders could alter the
compact decisions sent to remote clusters, inject faulty data through inter-cluster communication.
Therefore, to maintain BFT guarantees the compact decisions must contain a proof that they are a valid
subset of the original decision signed by a QC, and clusters must validate the proof before processing
any requests or responses contained inside. A naive way to construct the compact decision is to provide
the original decision that contains requests and responses for all n clusters. Each cluster must maintain
this record for all n downstream or upstream clusters. All pairs of shards and coordinators, therefore,
must exchange n? records or messages. This results in a significant increase in the volume of message
exchanges as the number of clusters increases, which would negatively impact the scalability of the
overall system.

Structuring the decisions as a Merkle tree reduces this communication overhead from n? to n log,(n).
The size of a Merkle proof that a particular set of requests and responses are included in the overall
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decision is then log2(n). Since there are n of these proofs per cluster, exchanging compact decisions has
a message overhead of n log,(n), thus providing a significant reduction in the message volume.

As depicted in the figure below, a cluster decision contains the Merkle tree root digest, payload
containing the requests and responses grouped by remote cluster, and a QC. In contrast, compact
decisions for a particular cluster contain the Merkle tree root digest, Merkle proof, QC and payload
containing only the requests and responses relevant to the cluster.

Decision

. Merkel Root
Root Digest

Merkel Proof

Payload Request-Response
Pairs

Quorum Certificate

Quorum Certificate

k j k Payload for Cluster j

Data structure of decisions and compact decisions

Security argument

Our system retains byzantine fault tolerance, enforcing correctness and liveness, assuming every cluster
has a quorum of non-faulty nodes available. An adversary with network-level access, or individual faulty
or compromised nodes would be unable to generate a valid compact decision and convince other BFT
clusters to process invalid requests or responses. The inter-cluster communication algorithm of
replicating and validating remote compact decisions for all requests and response processing prevents
injection of faulty data across BFT cluster boundaries. Our system’s security thus depends on avoiding
correlated failures within clusters, as any failure of an entire cluster would result in a breakdown of
liveness or correctness for the whole system, even if other clusters are unaffected by faults themselves.
Avoiding correlated failures could be difficult if node implementations or their deployment strategy are
homogenous.

Diversity of Implementation and Deployment

To comprehensively address the challenges of node homogeneity, a deployed version of the system
would have to leverage diversity of implementation, deployment, and control. A shared codebase can
create systemic weaknesses in identical nodes, and a single bug can lead to simultaneous, shared
vulnerability. Reliance on homogeneous hardware, operating systems, programming languages, and
libraries across all system nodes, presents an attack and failure surface that could lead to catastrophic
system collapse. The recent catastrophic global outages related to zero-day failures of Windows
machines running the CrowdStrike* is a specific example. A system built from diverse implementations
of the node software delivers a reliability advantage against Byzantine faults.
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Natural disasters, infrastructure failures (black-outs, brown-outs), cyber-attacks, and physical attacks
can disrupt the availability of co-located or proximally located systems. Diversity of Deployment refers
to the intent that operators of the system shall deploy their nodes in more than one datacenter across
multiple physical regions. Similarly, if a small set of individuals control access to deployment processes, a
single process failure could cause faults in many the nodes. Diversity of control distributes sensitive
access and deployment permissions between many individuals so that risks are not concentrated.

While diversity of control and a centrally controlled database may seem contradictory, it need not be.
Even when a database system is centrally controlled, it can have multiple nodes, each of which is
controlled by a different team with a different implementation. These teams can each design different
approaches to maintain and operate their node. The result being that all nodes are under the domain of
control of one organization, but each is deployed differently by different actors in different locations.
This has the effect of de-correlating node failures while retaining overall control of the system.

Implementation

We implemented the system in Go using Smart-BFT as the software library for providing BFT
replication". We used ed25519* for digital signatures, and the Noise library*"! for network endpoint
authentication and encryption. We containerized and deployed the codebase to Amazon Web Services
(AWS) using Kubernetes in one region. We evaluated the throughput of the database as we scaled the
input load for different system configurations.

We tested system configurations with equal numbers of shard and coordinator clusters. For each
experiment we doubled the number of clusters from 1 to 64. Each cluster contained 4 nodes, enough to
tolerate one byzantine fault per cluster. Coordinators were programmed to uniformly distribute keys
between the fixed number of shards. Each experiment consisted of a sweep of increasing offered load
from a fleet of benchmarking clients, also hosted in our Kubernetes cluster.

The benchmarking client maintained a pool of virtual users with one client per coordinator cluster. Each
client swept from 1024 and 1048576 virtual users, doubling the load for every sample in the experiment.
Each sweep increment lasted for 60 seconds. Each virtual user performed a blocking GET request from a
coordinator using a random 32-byte key. The clients recorded the timestamp and response latency for
each request. We aggregated the results and calculated the average throughput for each sample.
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Results

Multi-BFT Scalability
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Results: Multi-BFT Scalability Plot

We plotted the average throughput for each sample in the Figure above. The X axis shows the number
of shard and coordinator clusters used for the system configuration in the experiment. The Y axis shows
the average total throughput in operations per second for all the clients in the sample. Each data point
represents a sample with a different number of virtual users per client so that the entire sweep is
displayed.

The plot shows peak throughput of approximately 110K requests per second. This sample had an 0.2
second average response latency. The plot shows peak throughput occurred with 32 shard and
coordinator clusters. The results show diminishing returns from adding additional clusters, with a
plateau after 32 clusters and 64 clusters showing a worse peak throughput.

The experimental results demonstrate the impact of cluster scaling on the average throughput of the
BFT system under increasing load. As the number of clusters in each subsystem doubled from 1 to 64,
the average maximum throughput showed a steady increase, with diminishing returns.

Discussion

Scalability

We first sought to determine whether we could build a scalable BFT database by leveraging multiple BFT
clusters working together in parallel. We found that with our architecture, we can scale horizontally up
to a certain bound. By experimentation we found that the system throughput will continue to show
improvement and scale up to 32 shard and coordinator clusters. Beyond this number, the throughput
plateaus and there is no further increase in performance. The quantity of clusters (up to the plateau)
does not appear to significantly impact the latency of the operations. While our design does scale to a
maximum total throughput and might meet the needs of a contemporary payments system, it currently
has a ceiling, and the demands of the future may require greater throughput. This would require
developing a more efficient inter-cluster communication protocol.
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Our current protocol has overhead which scales n*2log2(n) with the number of clusters. Ideally, this
overhead would not depend on n, so that overhead does not increase with the number of clusters,
which would alleviate the scalability plateau from the current system. This would enable a potentially
linearly scalable version of the system, comparable to Project Hamilton and PArSEC. ERC20 account-to-
account balance transfers in PArSEC require eight operations so this design could support approximately
13.75 thousand balance transfer transactions per second. Whether this performance could meet the
needs of a contemporary or future payments system depends on the specific requirements of the use
case™".

Comparative Properties
We considered the following metrics when comparing our system design to existing scalable CFT
systems, in particular PArSEC:

e Security and Resiliency - the system’s ability to prevent, detect and recover from unauthorized
or unintended access, modification or destruction of the data,

e Operational Cost — how much the system costs to maintain and run day-to-day,

e Scalability - the system’s ability to accommodate increasing transaction throughput while
maintaining acceptable latency (how long each transaction must wait to complete), and

e Complexity — the up-front costs associated with building and maintaining the system, for
example the need to build bespoke software or retain subject matter experts.

While Project Hamilton and PArSEC are resilient against crash faults, both are unable to withstand a
malicious actor or system bug within the clusters. Our system is resilient to this class of faults and
therefore could be useful for certain high-value applications where the threat model includes bugs and
malicious attacks. However, the operational cost of running BFT clusters is greater than CFT. BFT clusters
need 3f + 1 nodes to tolerate f faulty nodes, whereas CFT clusters only need 2f + 1. Furthermore, the
overhead of BFT consensus versus CFT means that each individual cluster can process fewer requests
per second. Both factors means that more nodes are required in total to achieve comparable
throughput to a CFT-based system.

We demonstrated horizontal scalability up to 32 clusters with low transaction latency (0.2s) and high
throughput (110k operations/second). This is less than PArSEC which achieved closer to 1.4 million op/s
(assuming each transaction included 8 operations). Furthermore, PArSEC continues to scale linearly with
the number of clusters at the peak demonstrated throughput, whereas our architecture plateaued at 32
clusters. While Heraclius’ throughput may be sufficient for some payment systems applications, if
scalability is critical, a CFT-based solution may be more desirable in lieu of the additional security
guarantees of BFT. Furthermore, compared to a CFT architecture, our scalable BFT architecture is much
more complex. Both implementation and maintenance are intricate, and operationalizing a system
based on this prototype would be challenging.

Having considered all these metrics, for certain classes of mission-critical applications that require
greater levels of risk mitigation against downtime and correctness violations, the additional costs of
Heraclius might be worth the reduction in exposure to byzantine faults. However, less security critical
applications that need greater scalability and lower costs may want to consider CFT-based architectures.
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Future Work

Expanding the scope of the performance tests to include a wider range of data distributions, workload
mixes and concurrency levels would provide a more comprehensive understanding of system behavior
under diverse conditions. A deeper analysis of performance metrics with different node distributions
and faulty nodes could provide valuable insight into the performance of a real-world deployment of our
system.

To support more complex applications, the system would need to provide support for transactions that
span shard clusters. Specifically, implementing the two-phase commit (2PC) protocol could enable
compound operations by ensuring atomicity across shards. Exploring different concurrency control
algorithms to support concurrent conflicting transactions would help to better understand the tradeoffs
in performance for a payment system workload. By extension, implementing a smart contract
programming environment at the coordinator layer could allow Heraclius to be used for a wide range of
applications and bring the system to feature-parity with PArSEC. This could provide the widest range of
options between a BFT or CFT architecture.

Recent advances in Zero Knowledge Proofs (ZKPs) show that it is possible to construct ZKPs with
constant size instead of log, (n) sized Merkle proofs.*I These advances might provide a path to
increased scalability.

Conclusion

We sought to understand whether we could build a scalable BFT key-value store by leveraging multiple
BFT clusters working together. Our research demonstrates that a scalable key-value store that leverages
multiple BFT clusters working together can be built to provide 110 thousand ops/s, which may be
sufficient for payments applications, but scalability may be limited beyond that.

We also sought to compare the scalability profiles of our system against those of a CFT system and
explore the tradeoffs between the two designs. Although CFT systems can support processing a greater
number of transactions, they offer no direct protection against some types of risk (e.g., compromised
nodes). In contrast, our BFT system might be capable of scaling to a level sufficient to meet the needs of
a modern payments system and deliver protection against Byzantine Faults, thereby delivering greater
system resiliency.

Reviewing the profiles of these two systems, each has costs and benefits. Our BFT system has high
resiliency and has moderately high throughout. Such a BFT system might be desirable where there is a
high value application, resiliency is paramount, and bandwidth needs are met. On the other hand, CFT
systems might be desirable where scalability is paramount. Security for CFT can augmented through
other means (e.g., walled gardens). Which system is preferable would depend on the use case, and
neither is universally preferable for all situations.
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